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Abstract 
Software product lines are continuously changing systems that 
must evolve to meet new customers’ needs and new business 
strategies. Due to this change, many defects impact both the core 
platform and the specific applications of the product line. Thus, 
the verification of feature models has become one of the most 
crucial issues related to software product line engineering. Many 
tools have been proposed in literature to verify product line 
models but few have focused on the problem of semantic feature 
duplication. In this paper, we introduce FDDetector, a tool that 
aims at optimizing the evolution of software product lines by 
detecting feature duplication between the existing feature models 
and the specifications of the new evolutions. 
Keywords: Software Product Line Evolution, Feature 
Duplication, Tool Support, Automatic Verification, Natural 
Language Processing. 

1. Introduction 

The reduction of cost and the enhancement of product 
quality are today among the most crucial challenges in 
software engineering. To deal with these issues, many 
development paradigms have been proposed, among which, 
Software Product Line Engineering (SPLE) [1] has 
emerged as a discipline that aims mainly at producing 
products of high quality and reducing the time to market 
and the cost of development. SPLE consists of creating a 
core platform that contains the common and variable assets 
of a domain. Then, customized applications are generated 
based on this platform. Thus, two processes are separated 
in SPLE, namely the domain engineering and the 
application engineering [2]. The first process involves the 
determination of variability and commonality of the 
product line, while the second process is responsible for 
the derivation of individual applications that respond to 
specific needs of customers. 
 
Software Product Lines are large scale systems that last 
over time. These systems have to evolve constantly to meet 
new customers’ requirements and new technology. The 
evolution of SPLs is more complex than other systems 
because the change happens both in the domain assets of 

the core platform and the application assets related to 
derived products. Several papers in the literature have 
addressed issues related to SPL evolution such as 
requirements traceability [3], the co-evolution of domain 
and application models [4], the evolution modeling [5], 
and model defects [6].  
 
Our area of research concerns model defects caused by 
SPL evolution, especially duplication [7]. Based on the 
literature review, we have identified some tools 
[8][9][10][11][12] dealing with the detection and 
correction of defects. An analysis of these tools has shown 
that most of them focus on specifications rather than 
feature models. In addition, these tools deal specifically 
with consistency checking, while duplication is not taken 
into account. To overcome these gaps, we propose a tool 
that aims at detecting duplication in feature models, and 
between feature models and the specifications of new SPL 
evolutions. The motivation for this work is that duplication 
causes the increase of cost and time-to-market and impacts 
negatively the quality of products, which contradicts the 
main objectives of SPLs. 
 
The proposed tool is based on a two-process framework. 
The first process consists of transforming the existing 
feature models and the specifications of new evolutions 
into a more formal representation. The second process 
involves the detection of feature duplication through a set 
of algorithms. 
 
The remainder of the paper is structured as follows. 
Section 2 gives an overview of the background of our work, 
namely software product line evolution and feature 
duplication. Section 3 describes our approach for detecting 
feature duplication when evolving software product lines. 
In Section 4, we present the architecture and functionalities 
of the proposed tool. The tool is evaluated in Section 5 
using a case study. Section 6 compares out tool with 
related tools. Finally, Section 7 concludes the paper and 
describes future work. 
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2. Background and Motivations 

In this section, we introduce the background of our study. 
First, we present the SPLE paradigm and we discuss SPL 
evolution challenges. Then, we highlight the problem of 
feature duplication when evolving SPLs. 

2.1 Software Product Line Evolution 

Formerly, the cost of hardware in a project was much 
higher than software. Thus, companies used to develop 
single software and little attention was given to reuse. 
Nowadays, software has become the most expensive 
component even in large projects such as aeronautics and 
nuclear field. The cost becomes more significant in the 
case of long living systems that evolve over time. At the 
aim of reducing the cost of development, deployment and 
maintenance, many paradigms have been proposed, among 
which, Software Product Line Engineering (SPLE) has 
emerged as an approach that promotes software reuse by 
using a core platform to create different products 
according to distinct needs of customers. The main 
objectives of the SPLE approach are the reduction of time 
to market, the reduction of cost and the enhancement of 
product quality [2]. 
 
A Software Product Line (SPL) is defined by [1] as a set of 
related systems that address a market segment and that are 
created from a common set of core assets. Software 
product lines are built around a domain model that 
contains the common and variable features of the system, 
and a multitude of specific applications generated by 
binding the domain variability. 
 
In general, software product lines are long lived systems 
that incur significant evolution throughout their service life. 
This evolution allows companies to align their products 
with new business strategies, new customers’ requirements 
and new technology challenges. Hence, a great importance 
must be assigned to the maintenance process of SPLs. For 
this, many studies in the literature have dealt with issues 
related to SPL evolution. Some issues are explained in 
what follows. 
 
Evolution and Traceability [3][13][14]: The approaches 
dealing with traceability trace the links between the 
different assets of a SPL or between its subsequent releases. 
This enables to assess the change history and to highlight 
possible inconsistencies, which helps anticipate future 
steps of evolution and estimate the cost of changes. 
 
Evolution modeling [15][16][17]: These studies consists 
of defining a strategy for change management and 

identifying rigorous and controlled steps of evolution, 
which simplifies the evolution process. 
 
Co-evolution of artefacts [18]: Some papers have focused 
on the necessity of managing the co-evolution of different 
artefacts of a SPL. For instance, Passos [18] performed a 
thorough analysis of a specific Linux kernel release. He 
captured the co-evolution between the variability model, 
the makefiles which contains the mapping between features 
and compilation units, and the source code. As a result of 
this analysis, he proved that considering changes only in 
the variability model may lead to incorrect conclusions. 
 
Co-evolution of domain and application models [4]: 
SPL evolution is more complex than single software 
evolution because two levels of change have to be 
considered, the level of the core platform and the level of 
derived products. However, due to time pressure and tight 
deadlines, a specific product can evolve independently 
without taking into consideration the evolution of the 
platform. As a result, instead of having a set of 
applications derived from the same platform, we end up 
with a set of single applications. Thus, a management of 
the co-evolution of domain and application models 
becomes necessary to avoid the software aging 
phenomenon [19]. 
 
Model verification [17][20][21]: Software evolution 
consists of adding new features or modifying or deleting 
the existing ones. This evolution impacts all assets of the 
product line, but specifically the model, which is 
considered the input of the other assets. Therefore, a 
verification of the model is necessary to detect potential 
defects and ensure its integrity and correctness. In our 
study, we focus on this specific challenge which is the 
verification of SPL models during evolution and the 
detection of the resulted model defects. 

2.2 Feature Duplication 

As stated before, the SPL evolution can be the source of 
many model defects. In our work, we carried out a 
literature review whose objectives are to list the different 
model defects discussed in the literature, determine the 
different solutions proposed to deal with these defects, 
identify the limitations of these approaches and find 
potential area of research. As a result of this review, we 
listed the following model defects: 

• Inconsistency: A contradiction between two or 
more features, requirements or functionalities 
[22]. 

• Incompleteness: The lack of necessary 
information related to a feature or requirement 
[9]. 
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• Incorrectness: The non-correspondence of a 
feature with the requirements imposed in the 
specification [20]. 

• Ambiguity: When a feature has more than one 
interpretation [9]. 

• Redundancy: The presence of reusable elements 
and variability constraints among them that can 
be omitted from the Product Line Model (PLM) 
without loss of semantics on the PLM [6]. 

• Unsafety: It happens when the behavior of 
existing products is affected by a new evolution 
[23]. 

• Duplication: To have the same thing expressed in 
two or more places. Duplication can happen in 
specifications, processes and programs [24]. 

 
Compared to other defects, we found that feature 
duplication is the one who received little interest in 
literature, at least in the analyzed papers. Even when a 
paper addresses this issue, it focuses generally on code 
duplication or code cloning [25][26][27]. Consequently, 
we decided to deal with the problem of duplication in the 
feature level, which is an early stage of the product 
lifecycle, which enables to avoid duplication in the next 
steps of the project. Other motivations lead us to tackle this 
problem. Indeed, the introduction of duplication in a SPL 
causes a waste of time, money and effort by implementing 
repeatedly the same requirements, which contradicts the 
main goals of SPLs, namely the reduction of time-to-
market and the reduction of cost. Moreover, the 
independent evolution of duplicate features may cause 
inconsistencies and contradictions in the model, which 
impacts negatively the product quality. In addition, feature 
duplication causes also code duplication, and results in 
many cloning-related problems such as the recurring-bug 
problem and the increase of maintenance effort [28]. A 
solution is thus necessary to detect duplicate features in an 
early stage of evolutions, which helps avoid their inclusion 
into the existing models from the very beginning. 

3. Approach Description 

In this section, we present the proposed framework for 
detecting and correcting feature duplication caused by SPL 
evolution. We first give a short definition of the basic 
concepts. Then, we present the overview of the framework 
and we describe its processes. 

3.1 Basic Concepts 

Before going any further, we will give an insight of the 
basic concepts used in the framework. 
 
Feature: A feature is a distinctively identifiable functional 
abstraction that must be implemented tested, delivered, and 
maintained [29]. 
 
Feature Model: It is the description of all the possible 
features of a software product line and the relationships 
between them. The most common representation of feature 
models is the FODA feature diagram proposed by [30]. 
The feature diagram is a tree-like structure where a feature 
is represented by a node and sub-features by children 
nodes. In basic feature models, there are four kinds of 
relationships between features: 

• Mandatory: It exists in all products. 
• Optional: It is not present in all products. 
• Alternative: Only one option can be chosen from 

a set of features. 
• Or: One or more features may be included in the 

product. 
 
Specification: Requirements specification is a description 
of the intended behavior of a software product. It contains 
the details of all the features that have to be implemented 
during an evolution of the system. 
 
Variation Point: Variation points are places in a design or 
implementation that identify the locations at which 
variation occurs [31]. 
 
Variant: It is a single option of a variation point and is 
related to the latter using a variability dependency [32]. 
 
Duplication: We consider that two features are duplicated 
if they have the same semantics or that they satisfy the 
same functionality [7]. In our approach, duplication can 
happen in three levels: In feature models, in specifications 
or between specifications and feature models. 

3.2 The Framework Overview 

The objective of our work is to detect duplication when 
evolving SPL feature models. The solution we propose 
consists of a two-process framework [33]. The first process 
consists of transforming the existing feature models and 
the specifications into a formal presentation, while the 
second process involves the detection of feature 
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Fig.  1 The overview of the framework 

 
 

duplication using a set of algorithms. The overview of the 
framework is depicted in Fig. 1. In what follows, we will 
explain in details the framework processes. 
 
3.2.1 Process 1: Inputs Transformation 

In many software product lines, the variability is modeled 
using the FODA feature model [30] that we use in our 
approach. However, the requirements related to new 
evolutions of the system are documented using natural 
language because it is the easiest way for customers to 
express their needs. These two ways of modeling do not 
enable the detection and correction of defects. Thus, the 
aim of this process is to transform both the existing feature 
models of a SPL and the specifications of its evolutions to 
a more formal presentation. 
 
Feature-oriented software development (FOSD) [34] is a 
paradigm based on the FODA method. The goal of this 
paradigm is to generate automatically software products 
based on the feature models. Hence, tools such as 
FeatureIDE [35] have been proposed to formalize the 
representation of feature models and allow the automatic 
selection of features of derived applications. In our 
approach, we opt for this tool to transform feature models 
to XML. Fig. 2 shows an example of a feature model 
created by FeatureIDE and its generated XML. 
 
As for specifications, we adopt a natural language 
processing (NLP) approach to transform them into the 
same form of feature models. NLP is a branch of artificial 
intelligence that aims at analyzing and understanding 
human language in order to interface with computers in 
both written and spoken contexts. This approach allows the 

syntax and semantic parsing of a text. The syntax parsing 
analyzes the specifications and generates the syntactic tree 
based on the English grammar, while the semantic parsing 
extracts the meaning of the sentences.   
 

 
Fig.  2 A feature model created in FeatureIDE 
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In [36], we have explained in details the different steps of 
parsing, as depicted in Fig. 3: 

• Sentence Detector: It enables the separation of 
sentences by putting each sentence in a different 
line. 

• Tokenizer: It divides each sentence into tokens (e. 
g. noun, verb, number). 

• Parser: It converts the sentence into a tree that 
represents the syntactic structure. Each word of 
the sentence is marked with a POS tagger (Part- 
Of-Speech tagger) that represents the role of this 
word in the English grammar. 

• Entity Detector: It detects semantic entities in the 
sentences, especially variation points and variants 
in our case. This component is based on a 
repository where all the product line features are 
stored and categorized. 

 

 
Fig.  3 Specification Transformation 

 
 
3.2.2 Process 2: Duplication Detection 
 
In a previous work [37], we stated that the operation of 
duplication detection has to be performed in three steps. In 
each step, we propose one or more algorithms. In what 
follows, we will detail each of these steps. 
  
Detecting duplication in the existing feature models: 
It is a one-shot operation that can be performed once the 
domain and application models are ready-to-use. The 
algorithm to detect duplication in feature models contains 
four steps: 

• Generate an equivalent XML for the specification 
by replacing the name of every node (variation 
point or variant) with its associated key synonym 
in the dictionary. 

• Put in alphabetical order the variation points and 
the variants of each variation point. 

• Detect and remove duplicated variants for each 
variation point. 

• Compare between the variants of all the variation 
points in order to detect duplication in the whole 
specification. 

Detecting duplication in specifications:  
This algorithm is the same as the previous algorithm 
because the representation of feature models and 
specifications was unified. 
 
Detecting duplication between the feature models and 
the specifications:  
In this level, two algorithms are proposed [33]. The first 
algorithm detects duplication between specifications and 
the application model, while the second algorithm detects 
duplication between specifications and the domain model. 
Fig. 4 illustrates the algorithm that corresponds to the 
second verification. 
 
The two algorithms contain the following steps: 

• Compare each variation point of the specification 
with the variation points of the domain feature 
model (or the application model).  

• When an equivalent is found in the latter, 
compare between the variants corresponding to 
the variation point of the specification and the 
variants related to the equivalent variation point 
of the domain model (or the application model).  

• If a variant is detected, this means that the feature 
corresponding to the pair (variation point, variant) 
is duplicated. 

 
For each algorithm, duplications and their locations are 
stored in a log file that will be sent to the user so that he 
makes his decisions regarding the concerned features (e. g., 
Modify the new feature, delete the new/old feature, replace 
the old feature). 
 

 
Fig.  4 The algorithm to detect duplication between the 
specification and the domain model 
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Fig.  5 The embedding of FDDetector

4. Tool Support for Duplication Detection 

In order to instantiate the proposed framework, we have 
developed a tool that we called FDDetector (Feature 
Duplication Detector). In this section, we present the main 
functionalities supported by this tool and we describe its 
architecture. 

4.1 Main Functionalities 

As explained in the previous section, the goal of the 
proposed tool is to detect duplication during SPL evolution. 
Thus, the main functionalities provided by FDDetector are 
the following: 

• The import of a textual specification in order to 
process it and transform it to XML. 

• The detection of duplicate features in the 
processed specification. 

• The import of the XML format of a feature model. 
• The detection of duplicate features in the feature 

model. 
• The comparison of features between a feature 

model and a specification to detect duplication 
between them. 

• The creation of the repository and its initiation by 
a domain feature model. 

 
Other functionalities are also required to enable an 
efficient duplication detection, such as: 

 
• The generation of a graph that enables the 

visualization of duplicate features.  
• The binding of new variants with the 

corresponding variation points in the repository. 
• The refreshment of the repository after the 

binding of new features. 
• The re-parsing of the specification after a 

modification of the repository. 
• The manual update of the repository. 
• The update of the repository based on a new 

specification or a new feature model. 
• The generation of a log containing the detected 

duplicate features and their locations. 
• The sending of the log to the user via email. 

 

4.2 Design and Implementation  

In order to implement the functionalities described earlier, 
we designed the embedding of FDDetector as depicted in 
Fig. 5. 

The tool is a thick-client application built on Eclipse IDE, 
which is an open source IDE distinguished from its 
competitors by its adaptability and its large community of 
plugins creators. In our development, we will use a set of 
Eclipse plugins to implement different features. In 
addition, we will use java code to implement the 
algorithms of duplication detection. 
 
For the creation of feature models and the generation of 
their XML source, we use FeatureIDE [35]. FeatureIDE is 
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an open-source framework based on Eclipse. It supports all 
phases of FOSD, namely domain analysis, requirements 
analysis, domain implementation, and software generation. 
 
The interface of our tool is created using SWT [38], which 
is an open source widget toolkit for Java designed to 
provide efficient, portable access to the user-interface 
facilities of the operating systems on which it is 
implemented. In our case, the development is done on 
Windows. The facilities of this OS are hence used to create 
the tool interface. 
 
Both textual specifications and XML feature models can 
be opened via the main interface. The processing of 
specifications is performed using Apache OpenNLP 
Library [39], which is a machine learning based toolkit for 
the processing of natural language text. It supports the 
most common NLP tasks, such as tokenization, sentence 
segmentation, part-of-speech tagging, named entity 
extraction, chunking, parsing, and coreference resolution. 
It also includes an evaluation tool that measures the 
precision of entity recognition and provides information 
about the accuracy of the used model. 
 
The content of the repository is stored using PostgreSQL 
[40], which is an open source object-relational database 
system. In the repository are stored all the domain features, 
their categories, and their synonyms. For a set of 
synonyms, we define a key synonym that we will use in the 
comparison between features. 
 
In order to visualize the processed specifications and the 
duplicate features, we opt for Prefuse [41]. It is an open 
source toolkit that provides a visualization framework for 
the Java programming language. It supports a rich set of 
features for data modeling, visualization, and interaction. 

5. Evaluation 

To evaluate our solution, we use a CRM (Customer 
Relationship Management) product line, and specifically, 
we consider one of its derived applications. The feature 
model of this application is depicted in Fig. 6. 
 

 
Fig.  6 The feature model of the CRM application 

It is a web application that enables the management of on-
line and off-line sales and the management of exclusive 
network stores. The sector header collects customers’ 
information using phone calls, and he contacts them by 
telephone or by setting up an appointment. 
 
In our test, we use the specification of a new evolution of 
this application. In order to verify the algorithm of 
duplication detection in specifications, we added 
intentionally two duplicate features in the specification 
illustrated in Fig. 7. 
 

 
Fig.  7 The specification of the new evolution 

 
After the specification is processed and the algorithm is 
applied, we obtain the generated XML of the specification 
and a graph corresponding to this XML.  This graph is 
depicted in Fig. 8. This representation facilitates the 
visualization of the different new features introduced by 
the specification and distinguishes the duplicate features by 
presenting them in a different color. 
 

 
Fig.  8 The graph corresponding to the specification 

 
 
As a result of the algorithm, two duplications are detected 
(“Summaries in Excel form” and “Common shop 
management”). The number of duplications is displayed in 
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the top left corner of the interface. Moreover, the duplicate 
features are colored red in the graph. 
 
The tool also distinguishes the new variants added by the 
specification by relating them to the node "unbinded 
variants". The interface gives the possibility to the user to 
bind these variants with a variation point from the 
repository. In case of binding new variants, the user can 
also refresh the repository and re-parse the specification. 
 
The log generated for our example is presented in Fig. 9. It 
contains the number of variants in the specification and the 
number of detected duplications. It also displays the 
sentences of the specification that contain duplication. This 
log will be sent to the customer by email so that he can 
make his decisions about the duplicate features (Remove 
the new/old feature, replace the existing feature, etc…). 
 

 
Fig.  9 The log of the performed test 

 
So far, we have developed the duplication detection in 
specifications. In our future work, we intend to implement 
the algorithms of detecting duplication in feature models 
and between the specifications and the feature models. We 
also intend to apply the different algorithms to a product 
line with a large number of requirements in order to obtain 
more accurate results. 

6. Related Tools 

Many tools have been proposed to support the verification 
of models and the detection of defects. In this section, we 
present some of these tools. 
 
Marama [8] is an automated tracing tool that enables users 
to capture their requirements and automatically generate 
the Essential Use Cases (EUC). This tool supports the 
inconsistency checking between the textual requirements, 
the abstract interactions and the EUCs. However, it does 
not support the detection of semantic duplication and 
focuses only on specifications, while our tool detects 
duplication between specifications and feature models. 
 
QuARS (Quality Analyzer for Requirement Specifications) 
is a tool proposed by Lami et al [9]. This tool performs an 
initial parsing of the specifications in order to detect 

automatically specific linguistic defects, namely 
inconsistency, incompleteness and ambiguity. Although 
QuARS converges with our tool in the fact that it is based 
on parsing of natural language requirements to detect 
defects. However, it is limited to syntax-related issues of a 
natural language document, while our approach focuses on 
a semantic problem which is feature duplication.  
 
CIRCE [10] is a system that uses natural language 
processing to extract information from natural language 
requirements and allows the checking and measurement of 
requirements consistency and produces functional metric 
reports. Our tool is different because, on the one hand, it 
focuses on semantic duplication in SPLs and not on 
inconsistency in general, and on the other hand, because 
our final goal is not only to detect duplication in textual 
requirements, but between the existing feature models and 
the specifications of new evolutions. 
 
Requiline [11] is a requirement engineering tool for the 
management of software product lines. This tool provides 
many capabilities such as feature modeling, product 
configuration and consistency checking. Apart from the 
consistency checking, RequiLine does not perform any of 
the other analysis operations identified on feature models, 
especially duplication detection. 
 
VMWare [12] is a tool that enables the verification of 
structural and semantic correctness of models derived from 
the FORE metamodel. This tool allows the structural 
verification of constraints, but does not support all 
semantic correctness properties, especially feature 
uniqueness. 
 
Table 1 presents a comparison between the analyzed tools 
based on the functionalities they provide. 

Table 1: Comparison of related tools 
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Specifications + + + + - + 
Feature Models - - - + + + 
Semantic correction - - - - ∼ ∼ 
Duplication Detection - - - - - + 
Consistency checking + + + + + - 
NLP - + + - - + 
XML - - - + + + 
Machine Learning - - - - - ∼ 
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7. Conclusion and Future Work 

In this paper, we introduced the first prototype of 
FDDetector, which is a tool for the detection of feature 
duplication in the feature models and specifications related 
to software product lines. Our goal is to optimize the 
evolution of software product lines by detecting the 
duplication in an early stage of evolutions, which enables 
to reduce the time to market and the cost of development. 
So far, we have implemented the detection of duplication 
in natural language specifications and we evaluated the 
efficacy of the solution through a product line that contains 
a limited number of features. In future work, we intend to 
implement other functionalities such as: (i) detecting 
duplication in feature models; (ii) detecting duplication 
between specifications and feature models; (iii) using 
machine learning to update the repository; and (iv) 
supporting other formats of specifications and feature 
models. In addition, we will perform further evaluation 
through large scale and real-life software to ensure the 
effectiveness of our solution. 
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