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Abstract
The end user service development known as the user-centric SOA emerged as a new approach that allows giving the end user the ability to create on the fly his own applications that meet a situational need. In fact, the classical SOA was designed for developers and is characterized by a heavy technical stack which is out of reach of end users. Lightweight Web 2.0 technologies such as Mashup appeared to bridge this gap and provide a new agile and quick way to compose and integrate different resources in a dynamic and on the fly manner. However, Mashups are emerging applications, and thus consist of immature, non intuitive and non formalized area. In this paper, we formalize the user-centric SOA development by proposing a new cloud-based architecture for user-centric SOA platforms, and by introducing a new rich integration language based on the advanced Enterprise Integration Patterns (EIPS). We also propose a new intuitive and self-explanatory semantic process for end users services integration.
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1. Introduction

The text must be in English. Authors whose English language is not their own are certainly requested to have their manuscripts checked (or co-authored) by an English native speaker, for linguistic correctness before submission and in its final version, if changes had been made to the initial version. The submitted typeset scripts of each contribution must be in their final form and of good appearance because they will be printed directly. The document you are reading is written in the format that should be used in your paper.

1.1 Problems and limitations of SOA

The concepts behind the Service Oriented Architecture has proved that it is the best way to urbanize the enterprise information system by modulating applications as interoperable services; in fact SOA promotes the modulating applications as fine or coarse grained services, the reuse of services to build more complexes ones, the interoperability between different heterogeneous system, and the standardized languages and protocols (WSDL, SOAP, BPEL). SOA’s goal is to lower costs and make information systems more flexible. Nevertheless, enterprises that applied SOA didn’t get the great promised added value, which has prevented the installation of the global SOA, and has lowered the percentage of companies planning the SOA [9].

In this section, we introduce the concept of "End User", to signify the non-computer user, who has very little computer knowledge. We will give a further definition of this concept in the next section.

- The limitations of SOA could be summarized as:
- Exclusion of the end user from the hierarchy of the SOA actors: users kept away and out of the loop. In fact, the SOA technologies (WSDL, SOAP, SCA, BPEL, etc) are hard to master and require advanced knowledge [22] [28].
- Rigidity, heaviness and incompatibility of SOA implementations with the real constraints of end users:
  - Lack of accessibility: UDDI registries are dedicated to expert; therefore, end users have to browse different web sites in order to use services. [17] states that SOA was originally designed as an architecture focused fundamentally on the B2B context, and does not offer support for B2C interactions.
  - Lack of interoperability and openness: The implementation of SOA has been limited to
the use of WS* technologies (WSDL, SOAP, UDDI), which prevents the development of SOA specifications, that are independent of any technology.

- Lack of flexibility and scalability: SOA technologies cannot support the services composition on the fly. After composition design, implementation, testing and deployment, it becomes very difficult to change the composition logic according to the changing needs of users, as it involves a long life cycle [18].
- Lack of mobility: SOA implementation and integration technologies are very heavy for devices with limited capabilities. WSDL and SOAP are instances of complicated XML documents, which makes the WS* services very demanding in terms of computing power, bandwidth and storage [10].

1.2 End users: Who are they? What do they need?

Definition of end user: A software end user is a person who interacts with information systems solely as a final information consumer. It’s a user with minimal technical knowledge, and who uses the software in the context of daily life or daily work for personal (business or leisure) purposes, without having any intentions to produce other systems. He is not interested in computers per se, and do not worry about system technologies as long as he can get what he needs quickly [8] [1].

End users have many requirements that should be respected by system designers and developers in order to deliver systems satisfying end users. Based on the work of [20] and [15], we have grouped into four criteria the end users requirements, which are listed in table 1.

<table>
<thead>
<tr>
<th>Criteria</th>
<th>Problem of criteria lacking</th>
</tr>
</thead>
<tbody>
<tr>
<td>Functional richness</td>
<td>Limited set of offered features.</td>
</tr>
<tr>
<td>Description Features requested to execute different tasks.</td>
<td></td>
</tr>
<tr>
<td>Usability &amp; intuitiveness</td>
<td>Lack of visibility, feedback, consistency, non-destructive operations, discoverability, scalability, reliability [23].</td>
</tr>
<tr>
<td>User interfaces, interaction and dialogue mode.</td>
<td></td>
</tr>
<tr>
<td>Efficiency, reliability, maintainability and portability</td>
<td>Lack of documentation, performance, security.</td>
</tr>
<tr>
<td>Difficulties that do not refer directly to system features.</td>
<td></td>
</tr>
</tbody>
</table>

Based on this section, we define the user-centric SOA as the expectation of end users, their future hope, and the promise for better information systems. A user-centric SOA offers:

- Empowerment of the end user: Easy and flexible composition on the fly of services by all end users that can design and create new services through the combination and composition of existing services, made possible by reduction of the complexity of services composition techniques.
- Openness of the Information System to the public: the democratization of SOA and the installation of the global SOA. In this context, [26] speaks about the Internet of Services where every user use and access to services.
- More independence of SOA: the adoption of a variety of interoperable technologies in order to meet the great variety of the web.
- Lightweight SOA technologies: the support of SOA technologies by all mobile devices.

2 State of the art

2.1 Mashup frameworks limitations

Mashup is a new paradigm of the Web 2.0 [24] – the new generation of the web - that enables the user generation of services by allowing end users to personalize and customize their applications [13][19][6]. Today, there are a big number of Mashup frameworks on the web, which allow end users to mix visually different heterogeneous resources and thus create new applications called mashups. Mashup frameworks have helped to bridge the gap between end users and software development, but they are still some technical gaps [4]:

- Mashup frameworks use lightweight resources (RSS, ATOM, REST services, etc): [25] affirms that existent Mashup frameworks focus on the integration of lightweight Web Services, and do not take into consideration enterprise-class and complex services, that may use any SOA technology and not only Web Services. [21] says that the conversion between inputs and outputs parameters is limited to simple data types, and do not consider complex parameters.Moreover, the Mashup tools do not allow diversity of the output type; an example is Yahoo Pipes [27] that provide only RSS as output of the Mashup. Besides, Mashup tools require ready-to-use
sources, which prevent the flexibility of these tools. Thus, existent Mashup tools cannot support the Web Services Mashup and more generally the SOA Mashup. In this context, [25] underline the need of the enablement of Web Services Mashup.

- Mashup frameworks do not allow the creation of business process mashups: the existent Mashup frameworks do not provide ways to design and create complicated use case. In fact, the resources composition and the interaction are based only on the data flow. Moreover, the event-handling concerns only the events from sources and doesn’t satisfy the user interaction level [21].

- Mashup tools do not provide stable applications: [2] asserts that the solutions provided by Mashup tools are fragile, neither stable nor robust.

- Mashup frameworks are still outside the scope of end users: Mashup frameworks still lack simplicity for the end user. In fact, the Mashup tools often use technical concepts like port or wires. For the simple end user, handling these technical concepts is not easy and requires a learning time [22].

These critics show that the Mashup is at an early stage and needs more research. In fact, there is a lack of a powerful language for describing Mashup and realizing advanced Mashup applications. Hence, in order to achieve the user-centric SOA, there is a need to introduce new elements consisting of patterns and models to enhance the development of Mashup applications.

The next section introduces the Enterprise Integration Patterns, and shows their contribution to any integration solution.

### 2.2 Contribution of the Enterprise Integration Patterns

The Enterprise Integration Patterns (EIPs) collected by [12] describe a number of design patterns for enterprise application integration and message oriented middleware. The EIPs are implemented by a set of sophisticated mediation bus, such as Camel, Mule and Apache, in order to achieve very complex integration scenarios. Enterprise Integration Patterns propose the best and common solutions to integration problems. Therefore, when EIPs are used, they enhance the quality of the integrated applications. EIPs consist of six groups of patterns: messaging channels, message construction, message routing, message transformation, messaging endpoints and system management. Based on the book of [12], we categorize these patterns groups according to the four end user satisfaction criteria that we defined and presented in section 1.2.

As it can be seen from table 2, the Enterprise Integration Patterns, when used together, help achieving a high level of system quality by ensuring four of the end user satisfaction criteria. The use of EIPs is therefore considered as a proof of the system quality. Hence, we had the idea of studying different Mashup frameworks based on the EIPs. The next section gives the result of this study and positions the Mashup frameworks against the user-centric SOA.

<table>
<thead>
<tr>
<th>Patterns/ Criteria</th>
<th>Functional Richness</th>
<th>Efficiency</th>
<th>Reliability</th>
<th>Maintaining</th>
</tr>
</thead>
<tbody>
<tr>
<td>Messaging Channels</td>
<td>X</td>
<td>X</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Message construction</td>
<td>X</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Message routing</td>
<td>X</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Message transformation</td>
<td>X</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Endpoint patterns</td>
<td>X</td>
<td>X</td>
<td></td>
<td></td>
</tr>
<tr>
<td>System management</td>
<td>X</td>
<td>X</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

### 2.3 Study: Mashup frameworks and the user-centric SOA

As we announced in the previous section, we studied three Mashup frameworks according to the EIPs. The Mashup frameworks considered are: Yahoo! Pipes [27], Jackbe Presto Wires [16] and IBM Mashup Center [14]. As the latter two groups of the EIPs – endpoint and system management patterns - are related to the internal implementation of the solution, we could study the Mashup frameworks only according to the first four groups which are: messaging channels, message construction, message routing and message transformation.

Table 3 shows the number of patterns used among all the existing patterns. The quotient x/y means that x patterns are used among y existing patterns.

<table>
<thead>
<tr>
<th>Patterns/ Mashup Frameworks</th>
<th>Yahoo! Pipes</th>
<th>Jackbe Presto Wires</th>
<th>IBM Mashup Center</th>
</tr>
</thead>
<tbody>
<tr>
<td>Messaging Channels</td>
<td>3/7</td>
<td>3/7</td>
<td>3/7</td>
</tr>
<tr>
<td>Message construction</td>
<td>2/9</td>
<td>2/9</td>
<td>2/9</td>
</tr>
<tr>
<td>Message routing</td>
<td>4/12</td>
<td>4/12</td>
<td>3/12</td>
</tr>
<tr>
<td>Message transformation</td>
<td>3/7</td>
<td>4/7</td>
<td>4/7</td>
</tr>
</tbody>
</table>

Table 3 shows that the three Mashup frameworks implement a limited set of the integration patterns. Our
study showed also that the used patterns are very basic and simple; the three Mashup frameworks fail to implement advanced and sophisticated integration patterns. According to this study and to table 2, we deduced that the three Mashup frameworks fail to totally ensure the criteria of “Functional richness”, “Efficiency”, “Reliability” and “Maintainability”.

We also studied the three Mashup frameworks according to the other end user satisfaction criteria, which are “Usability & intuitiveness” and “Portability”, and the study showed also that they are not completely ensured. Unfortunately we could not introduce this study in this paper because of the restricted number of pages.

All the study that we conducted showed that the Mashup frameworks are not user-centric SOA solutions. To enhance Mashup, we propose the idea of using the EIPs within Mashup frameworks to improve their acceptance by different end users. The next section gives a brief description of our proposed new SOA-Mashuped language based on the Enterprise Integration Patterns.

Table 4. Mashup frameworks and user-centric SOA criteria

<table>
<thead>
<tr>
<th>UCSOA criteria/Mashup Frameworks</th>
<th>Yahoo! Pipes</th>
<th>Jackbe Wires</th>
<th>IBM Mashup Center</th>
</tr>
</thead>
<tbody>
<tr>
<td>Functional Richness</td>
<td>2</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>Personalizability</td>
<td>3</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>Usability &amp; Intuitiveness</td>
<td>2</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>Efficiency, Reliability, Maintainability and Portability</td>
<td>3</td>
<td>2</td>
<td>2</td>
</tr>
</tbody>
</table>

3=High, 2=Medium, 1=Low

In this section, we presented and criticized existing Mashup frameworks. Mashup development is still immature and at an early stage and thus needs more research. In particular, there is no significant formalization of Mashup integration. For this reason, we conducted a study of three Mashup frameworks regarding to the end user satisfaction criteria defined in section 1.2. The conclusion drawn from this study led us to the need for new patterns and methodologies to improve Mashup development. The next section is dedicated to the proposal of a new Cloud-based Mashup architecture, that uses a new EIPs-based integration language, while allowing the end user service creation through a new intuitive and self-explanatory creation process. The last requirement – non functional requirement – is out of the scope of this paper.

3 User-centric SOA proposal

3.1 Cloud-Based Architecture

We presented the technical architecture of the user-centric SOA in [5]. This Architecture includes six vertical layers – Web or non Web resources, Resources access, Gadget or Mashup component development, Integration or Mashup components assembly and Visualization or consumption – and two cross layers – Enterprise infrastructure and Web 2.0 collaborative community –. Each layer relies on several services; usability is a very important dimension that should be considered in Gadgets layer, Integration layer and Visualization layer in order to provide end users with intuitive and self-explanatory creation process.

The different services used by Mashup platforms can be homemade (developed internally), or accessible through the Cloud Computing. Indeed, the Cloud Computing can be considered as a novel way to retrieve and use IT-enabled services by customers. The new Software-as-a-Service (SaaS) paradigm allows the supply of services through the internet. According to [7], the Cloud Computing is an emerging paradigm that is based on compute and storage virtualization to deliver reliable services to customers. Customers can access data and applications anywhere in the world on demand.

This way, Mashup platforms can rely on the Cloud Computing services to ensure the operation of each layer of the technical architecture. For example, Enterprise Service Buses could be used for their routing and translation capabilities, BPEL, engines could be used for their orchestration capability and the CRUD services offer different services such as identity management, persistent storage, resources access, routing and translation.

As stated before in this paper, end users have four requirements: functional richness, usability && intuitiveness, infrastructure requirements such as reliability, efficiency, maintainability and portability, and Personalizability. As Mashup platforms were created to let end users personalize their applications, we consider that the fourth requirement is ensured. The third requirement is out of the scope of this paper. We focus our work on the first two requirements. The next section is dedicated to the study of the first requirement -functional richness – and provides a solution based on the Enterprise Integration Patterns (EIPs).
3.2 The system point of view: Functional Richness

As it was showed in section 2.2, the Enterprise Integration Patterns help enhancing the system quality in terms of the functional richness. Therefore, our proposal is based on the Enterprise Integration Patterns.

In the following, we give an example of use case to help defining the different entities that will form our language. Our example is taken from the world of physical Mashup. According to [11], physical Mashup is a concept that allows to link and combine real-world objects. So let’s take the example of an end user whose goal is to model and customize his Mini Cooper car.

The Mini Cooper is considered as an object with features and services. In addition, end users can add various accessories to personalize the car and develop new services. Accessories are considered as objects to be integrated with the car. Examples are integrating the car with an object that displays the temperature, the state of the seatbelt and some advices, with dataflow from central system to the accessory; or integrating the car with a car burglary detector, with an event as a message between the two objects.

To summarize, in order to achieve his task, the end user needs a platform that encapsulates the following elements:

- Objects/resources to integrate: Mini Cooper car, accessories.
- Fields on interface allowing the entry of intermediate data.
- Communication channels that allow binding and forwarding the results between different objects.
- Messages of different types which will be carried by channels and sent by one object to another. A message can be of different types: a message representing a document, a message representing an order, etc.
- Routing components whose role is to route the results of an object to another.
- Translation components that transform the results of an object before sending them to another object.
- A view showing a graphical interface that displays the final result of the integration.

From this simple illustrative example, we have identified the different basic elements that will form our future language that we named SOA4EU (SOA for End User). Table 2 lists these elements.

<table>
<thead>
<tr>
<th>Construct</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Task</td>
<td>is the goal of the end user performing the integration. Each task can have a frequency of execution.</td>
</tr>
<tr>
<td>Tag</td>
<td>key words used to describe a task</td>
</tr>
<tr>
<td>Mashup</td>
<td>A Mashup application represents the realization of a task and includes a set of integration taking place between several resources.</td>
</tr>
<tr>
<td>Process</td>
<td>Is the composition process of the Mashup application resources and consists of parallel or sequential integration flows.</td>
</tr>
<tr>
<td>Step</td>
<td>Is a step in the integration process and consists of a link between two or several components.</td>
</tr>
<tr>
<td>Component</td>
<td>Is the integration process node: resource, input of the end user, router or translator.</td>
</tr>
<tr>
<td>Partner</td>
<td>represents the external partner of the Mashup: resource or end users.</td>
</tr>
<tr>
<td>EndUser</td>
<td>Represents the interaction with end users during the integration process.</td>
</tr>
<tr>
<td>Resource</td>
<td>Represents the applications to integrate by the Mashup. A resource is described by its type, address and exchange format.</td>
</tr>
<tr>
<td>Expose</td>
<td>Represents an exposed resource with input and output variables. The same resource can be exposed many times within the integration process.</td>
</tr>
<tr>
<td>Channel</td>
<td>Allows communication between two components and supports the single atomic integration step.</td>
</tr>
<tr>
<td>Message</td>
<td>is the entity transferring in a channel between two components.</td>
</tr>
<tr>
<td>Router</td>
<td>Is a node forwarding messages between resources, end user fields or translators.</td>
</tr>
<tr>
<td>Translator</td>
<td>Is the messages translation node.</td>
</tr>
<tr>
<td>Data</td>
<td>Represents any data type handled by the Mashup application.</td>
</tr>
<tr>
<td>View</td>
<td>Is the view or graphical interface displaying the final result of the integration.</td>
</tr>
<tr>
<td>Transaction</td>
<td>End users may want to synchronize actions of components to realize a transaction.</td>
</tr>
</tbody>
</table>

The formalization of UCSOA language was done using Backus-Naur Form (BNF). Because of the pages number restriction, we present only the main part of the formalization, and it is as follow:
The formalization of “Channel”, “Message”, “Router” and “Translator” elements is done based on the Enterprise Integration patterns that define five patterns for channels, nine patterns for messages, twelve patterns for routers and six patterns for translators.

The next section focuses on the second requirement – usability & intuitiveness – and presents a methodology helping end users to easily compose services.

3.3 The end user point of view: Usability and Intuitiveness

3.3.1 Goals Composition vs Services Composition

When creating new applications, end users try to achieve a new goal by composing existing sub-goals. Each sub-goal is represented by a service. In this way, when composing services, end users try to resolve a problem whose solution does not exist yet on the web. In fact, the answer exists in the form of many subparts – services – dispersed on the web. Therefore, the inexperienced end user faces many challenges when trying to compose services in response to a new goal:

• Determine the types of resources: what to do?
• Find resources that meet the end user criteria (quality, price, etc.).
• Determine necessary actions for the use of interfaces (selection problems): what and how to use interfaces?
• Determine how to arrange and coordinate resources (integration): how to coordinate the elements?
• Determine the final interface of the integrated resources.

The system has the role of helping end user to answer these different questions, by suggesting resources, providing guidelines for the coordination of resources and providing feedback and documentation for each selected action. Faced with these design problems, the end user will use the knowledge he possesses that describe his goal and which consists of:

• The objective or set of operations that the goal task must accomplish,
• The final result of the goal task (output of the process),
• The frequency of the goal task execution,
• The degree of importance of the goal task,
• The duration of the goal task.

This end-user knowledge represents the semantic which, alone, should be involved in the interaction between the end user and the user-centric SOA platform. Indeed, the service-to-service interaction, which is based on the syntax, is not valid at the interface level. The interface provides gadgets that represent a sub-goal, which is an abstraction of services; therefore, the interaction and communication way at the interface level should also be an abstraction of the communication way between services (Figure 2). Being the abstraction of the syntax, the semantic should be defined as the only way of interaction at the interface level. The semantic is what should be offered to the end user so that he could compose services.

As the knowledge of the end user is limited to the semantic - goal, output, frequency, importance and duration of the task -, the end user should not and cannot manipulate the syntax. Therefore, the end user knowledge is insufficient to enable the integration of resources and the creation of new applications. The user centric SOA platform has to allow to end users to link the various resources in a very intuitive and self-explanatory way, requiring no knowledge of how to map an output of a resource to an input of another. The interface has then the role of intermediary between the end user and the services and should translate the end user interactions from semantic to syntax or code, as shown in Figure 3.
To achieve this, the user centric SOA platform has to provide the end user with a set of goal prototypes or goals patterns. These goals patterns have the role of guiding the end user through the goals composition process. The next section presents our goals patterns-based suggestion system.

3.3.2 Goals Patterns-Based Suggestion System:

1) What are the goals patterns? In the world of software development, design patterns are solutions or best practices in response to common problems in software design. For example, the "Model-View-Controller" pattern help organizing an application by splitting it into a data model, an interface or a presentation and a controller (control logic, event management and synchronization).

Goals patterns represent common and repetitive use cases, and can also be called end users experience patterns. They provide answers to questions like "How to automate the execution of two consecutive tasks - eg. Turn on the light on the entrance of the house and turn on the heating - in response to a triggered event? - ex. presence of a person detected by the sensor.

The following are examples of goals patterns:
- Booking airline ticket, hotel room and car for a destination.
- Purchase order for a product whose quantity reached a limit value.
- Turning on the room light and the coffeemaker when the alarm clock goes off.

While software design patterns are derived from the experience of the software developers, goals patterns are created, improved and enriched by end users themselves. Our objective is to create a relational database of end users goals that end users will feed and develop as they create new applications. This database can also be automatically enriched by systems such as systems for smart homes patterns discovering.

2) Suggestion system: The usefulness of the goals patterns is the suggestion system. In fact, end users will be guided in the process of services composition through the database of goals patterns that contains the possible links between the various gadgets. As gadgets represent sub-goals, the database links represent also relations between sub-goals.

The system will utilize this goals patterns database to suggest to the end user links and components in order to build new applications.

The suggestion system should be based on the semantic information, as it is explained in section 3.3.1. In fact, the different links between components should be represented by semantic information as input/output matching.

The database of goals patterns being built through the experience of end users, the system will score the various components, depending on the frequency of use, and thus offer to the end user the best one - which has the highest score.

Our suggestion model is similar to e-mail interfaces - ex. Gmail. When writing a new message, and when the first recipient address is entered by the user, other addresses are proposed and suggested at the basis of the previous messages sent by this user.

The goals patterns database elements that constitute also the components of the services composition interface are managed by the following description:
- An end-user profile is described by the age, the types of goals (work, leisure or both) the end user is interested in, the areas of interest, the physical environment.
- A profile is a set of goals.
- A goal is described by its type, its physical environment of execution, its objective, its frequency and its degree of importance.
- The realization of a goal involves several composition steps. A step represents a link from a component to one or several components (one-to-one or one-to-many).
- A component can be another application participating in the composition as sub-goal or an operator (translator or router).
- In order to suggest to the end user the appropriate actions, the database must store the various possible relationships between components. Thus, each composition step possesses a relation.
- Each link between two components (composition step) is described by a semantic data that corresponds to the output of the message transmitter and the input of the message receiver.
- The semantic data of a component can be information, event, interface or nothing.
- The participating applications or sub-goals can be synchronized in order to realize a transaction.

The object model of the goals patterns database is represented by Figure 4.

3.4 Linking the end user point of view with the system point of view

The end user point of view allows representing the end user services composition in terms of goals, relation, semantic data and other operators. To be able to be executed, the services composition application has to be represented using the technical system elements such as mashup, service, channel, message, etc. Thus, it is necessary to translate the services composition application from the end user point of view to the system point of view. As described earlier in this paper, the system point of view elements are based on the Integration Patterns which
Figure 4. The object model of the goals patterns database

represent solutions to integration problems whose purpose is to achieve a goal.

Table 6 summarizes the main elements of correspondence between the two sets of elements: the end user point of view and the system point of view.

<table>
<thead>
<tr>
<th>End user point of view element</th>
<th>System point of view element</th>
</tr>
</thead>
<tbody>
<tr>
<td>Goal</td>
<td>Mashup</td>
</tr>
<tr>
<td>Sub-Goal</td>
<td>Service</td>
</tr>
<tr>
<td>Relation</td>
<td>Channel</td>
</tr>
<tr>
<td>Semantic Data</td>
<td>Message</td>
</tr>
<tr>
<td>Goal Translator</td>
<td>Service Translator</td>
</tr>
<tr>
<td>Goal Router</td>
<td>Service Router</td>
</tr>
<tr>
<td>Goals Synchronization</td>
<td>Services Synchronization (Transaction)</td>
</tr>
<tr>
<td>Goal composition Step</td>
<td>Service composition Step</td>
</tr>
</tbody>
</table>

The formalization of this correspondence with Backus-Naur Form (BNF) is as follows:

\[
<\text{Goal}>::= <\text{Mashup}> <\text{Profil}> \{<\text{Tag}>=
\]

\[
<\text{Goal Composition Step}>::= <\text{Service composition Step}>
\]

\[
<\text{Relation}>::= <\text{Channel}>
\]

\[
<\text{Semantic data}>::= <\text{Message}>
\]

\[
<\text{Goal Component}>::= <\text{Service Component}>
\]

\[
<\text{Sub-Goal}>::= <\text{Partner}>
\]

\[
<\text{Goal Router}>::= <\text{Service Router}>
\]

\[
<\text{Goal Translator}>::= <\text{Service Translator}>
\]

\[
<\text{Goal Synchronization}>::= <\text{Services Transaction}>
\]

4 Illustrative Example

To illustrate our new proposal, we choose an example from the WebOfThings world [10][3] which allows physical objects – called smart objects – to belong to a network and to be linked through what is called the physical Mashup.

Our end user, Alice, wants to schedule a task to be executed every day at 7:00 in the morning - when the alarm goes off. The task, that represents Alice’s goal, consists of turning on the light on the bedroom and the coffee maker in the kitchen. When Alice is in the kitchen, the light must be lit. After Alice had opened the fridge and eaten food, the refrigerator recalculates the food quantities and displays them. If a food quantity reaches a minimum limit, a grocery order is automatically sent (Figure 5).

In the goals patterns database, there is a set of gadgets that Alice could use and that the platform could suggest to her. The gadgets are represented in four sub-directories depending on their output type (information, event, interface, none).

The steps followed by Alice to perform her task are as follows:

- Alice launches the platform, looks in the different sub-directories of smart objects she owns in her home and which are the resources of the applications she will create with the user-centric SOA platform. She selects the first object - alarm - from the sub-directory of event objects that she adds to the interface. The alarm requires the time as
input and returns an event presented by ringing. Alice sees on her interface the gadget "Alarm" with the tag "Time" on its left and the red tag "Ring" on its right. At this level, since the output of the "Alarm" gadget is an event, any resource can be added without any constraint on the compatibility of input / output. In fact, an event role is to trigger a sequence of sub-tasks and not to deliver inputs for a sub-task. Thus, the platform does not make any suggestion at this level.

- Alice looks a second time in the sub-directory gathering objects that return nothing (the fourth category) and chooses the "Room Light" object which does not require input data and returns no result. Alice adds the "Room Light" object in sequence to the previous object. Alice also adds – in the same manner – the "Coffee Maker" object in sequence to the previous objects.
- From the event object sub-directory, Alice selects and adds – in sequence – the "I am in the kitchen" object, whose role is to notify the presence of a person in the kitchen.
- Alice adds in sequence the "Kitchen Light" object from the fourth sub-directory (objects that return nothing).
- Alice also adds the "Refrigerator" object which displays the different foods quantities. This object is represented by a gadget with different blue tags on its right representing the amounts of different foods (milk, eggs, cheese, butter, etc). As Alice has already used a filter with the "Refrigerator" object, the platform stored this link in the goals patterns database. At this level and based on the goals patterns database, the platform suggests to Alice, by displaying a button at the top of the window, to add a filter in order to show only foods with a specified limit amount.
- The platform suggests a second time to Alice, based on the goals patterns database, to add the "Grocery" object in order to make purchases for foods with small quantities.

At this level, the role of our end user is finished. In order to be run, Alice’s new application which is made of visual objects and links between these objects should be translated into code (services and EIP links) is the translation of the goals composition – the end user point of view – into the services composition – the system point of view. This translation is realized based on the correspondences already established between the two points of view (section 3.4).

5 Conclusion and future work

In this paper, we presented the limitations of the Service Oriented Architecture that prevent it to be widely accepted in the web by inexperienced end users. We gave a definition of the end user and the end user satisfaction criteria. At a second time, we introduced the Mashup as a new web 2.0 paradigm and discussed its limitations resulting from its immaturity and its need to new patterns. We studied three Mashup platforms against the end users satisfaction criteria (based on the Enterprise Integration Patterns for the functional richness criteria) and we concluded that the Mashup frameworks fail to be user-centric SOA solutions. Our contribution aims at the formalization of the end user service creation. It consists of the proposal of a new Cloud-based architecture, a new EIPs-based integration language and a new intuitive and self-explanatory service creation methodology. Our future work consists of the completion and the implementation of our model in an intuitive graphical environment using AJAX technology, and its testing by real end users to guarantee the end users satisfaction. Our objective is to prove that our proposal prevails over the classical SOA and the existing Mashup solutions.
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